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**TÓM TẮT**

Bài toán n-puzzle có lẽ rất quen thuộc với chúng ta cũng như những người mới bắt đầu tiếp cận với bộ môn trí tuệ nhân tạo. Nó được biết đến với nhiều phiên bản và tên gọi khác nhau như 8-puzzle, 15-puzzle, Gem puzzle, Boss puzzle, Game of Fifteen, Mystic Square,… Ở mức độ đơn giản có thể nói đến 8-puzzle. Bài toán gồm một bảng 3x3 với các ô số được đánh từ 1->8 và một ô trống. Ở trạng thái bắt đầu, các ô được sắp đặt ngẫu nhiên, và nhiệm vụ của người giải là tìm cách đưa chúng về đúng thứ tự kiểu lợp ngói.

Từ khóa: puzzle; trí tuệ nhân tạo ; kiểu lợp ngói; trạng thái ban đầu, trạng thái địch.

1. **GIỚI THIỆU**

Đồ án đặt ra một yêu cầu là thiết lập chương trình gane 8-puzzle gồm 2 đối tượng là người và máy chơi. 8-puzzle có hình dạng như sau:
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***Hình 1.*** *Trạng thái của 8-puzzle*

Để đơn giản trong cách tiếp cận giải bài toán, người ta giả định chỉ có ô trống trong bảng là di chuyển đến những vị trí khác. Như vậy tại một trạng thái thì chỉ có tối đa 4 cách đi để chuyển sang trạng thái khác (trái, phải, lên, xuống). Người ta cũng nhận ra được rằng để có thể chuyển từ 1 trạng thái bất kì về trạng thái đích như trên thì trạng thái đầu đó phải theo một quy luật.

Các phần còn lại của bài báo cáo được tổ chức như sau. Phần 2 trình bày về phương pháp tìm hiểu và thực hiện, bao gồm các thuật toán sử dụng, mã giả và các ràng buộc cho các trường hợp đặc biệt.Phần 3 trình bày kết quả của quá trình thực hiện và một số ví dụ kết quả mà chương trình chạy được.Phần 4 tổng hợp và kết luận về đồ án này.

1. **PHƯƠNG PHÁP**

**2.1. Cách nghiên cứu và thực hiện**

Có n2-1 số mang các giá trị từ 1 tới n2-1 được sắp xếp vào một lưới các ô vuông kích thước n x n. Mỗi số đó được gọi là một quân cờ và lưới ô đó được gọi là bàn cờ. Có một vị trí của bàn cờ bỏ trống. Mỗi lần di chuyển quân, người chơi được phép chuyển một quân ở vị trí ô tiếp giáp cạnh với ô trống vào ô trống.

Từ một trạng thái ban đầu (sự sắp xếp ban đầu của các quân trên bàn cờ), thực hiện các nước đi hợp lệ để thu được trạng thái kết thúc (trạng thái đích cần đạt được).

Có những trạng thái của bảng số không thể chuyển về trạng thái đích, ta gọi là **cấu hình hợp lệ** và không hợp lệ. Tỉ lệ giữa chúng là ½, điều này có thể nhận ra dễ dàng từ phương pháp tính xem bài toán có thể đưa về trạng thái đích hay không.

Rất dễ thấy là mỗi trạng thái của bảng số là một hoán vị của m x m phần tử (với m là cạnh), như vậy **không gian trạng thái** của nó là (m x m)!, với 8-puzzle là 9! = 362880 (m = 3) và 15-puzzle là 16! = 20922789888000 (m =4). Bạn có thể khi m tăng lên 1 đơn vị thì không gian trạng thái tăng lên rất nhanh, điều này khiến cho việc giải quyết các phiên bản m>3 ít khi được áp dụng.

Thuật toán A\* là một trường hợp của Best First Search nên ta sẽ đi tìm hiếu trực quan Best First Search trước khi bắt tay vào A\* để có thể có một cái nhìn chung về những thuật toán tìm kiếm tối ưu này.

Thuật toán tìm kiểm tối ưu – Best First Search

ưu tiên tối ưu là sự kết hợp cả hai thuật toán tìm kiếm theo chiều sâu và thuật toán tìm kiếm theo chiều rộng, cho phép người dùng đi một con đường duy nhất tại một thời điểm, nhưng đồng thời vẫn xem xét các hướng đi khác. Nếu nhận thấy rằng hướng đang đi không có triển vọng bằng những con đường còn lại thì ta sẽ chuyền sang đi theo một trong những đường đó.

A\* là một giải thuật tìm kiếm thường được sử dụng trong các vấn đề liên quan đến đồ thị và tìm đường đi. Nó được chọn không chỉ vì tính hiệu quả mà còn vì rất dễ dàng để hiểu và cài đặt

Để áp dụng thuật toán A\* giải bài toán này, bạn cần một hàm heuristic h để ước lượng giá trị của mỗi trạng thái của bảng số. Có một số cách có thể đã biết tới như tính dựa vào khoảng cách sai lệch của các ô số với vị trí đúng, hoặc đơn giản là đếm xem có bao nhiêu ô sai vị trí,…

Ở đây tôi chọn theo cách thứ nhất, tức là tính tổng số ô sai lệch của các ô số so với vị trí đúng của nó. Đây là cách tính thường được sử dụng và nó có tên gọi là Manhattan

![](data:image/png;base64,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)

***Hình 2.*** *Tính khoảng cách Manhattan*

**2.2. Mã giả của các thuật toán và phương pháp được sử dụng**

**BFS(Node bắt đầu, Node mục tiêu)**

//Khởi tạo node list lưu trữ các node

Node\_List\* listPoint = newNodeList();

//Khởi tạo node list kiểm tra các node đã xét

Node\_List\* checkExist = newNodeList();

//Thêm node bắt đầu vào listPoint

addNodeList(start, listPoint);

//Khởi tạo node gốc

Node\* root;

do

{

//lấy node đầu tiên trong listPoint ra và gán vào node gốc

root = popNodeList(listPoint);

//Duyệt các hành động của node gốc

for (int i = 0; i < 4; i++)

{

//Kiểm tra hành động hợp lệ không và có đi ngược lại hành động vừa thực hiện không

if (isLegalMove(root, i) && isOposite(root->action, i) == false)

{

//Tạo node con của node gốc mang giá trị hành động đang duyệt

Node\* temp = childNode(root, i);

//Kiểm tra có trùng với node mục tiêu không

if (isEqual(temp->state, goal->state))

{

//Truyền đường dẫn từ node đang xét đến node bắt đầu để hình thành đường đi

listMove(start, temp, goal);

//Kết thúc hàm tìm kiếm

return true;

}

//Thêm node đã xét vào listPoint

addNodeList(temp, listPoint);

}

}

//Thêm node gốc vào checkExist để kiểm lưu lại node đã xét

addNodeList(root, checkExist);

} while (root->depth < 25);

//Lặp đến khi độ sâu bằng 25

return false;

**AStar( Node bắt đầu, Node mục tiêu)**

{

//Khởi tạo node list lưu trữ các node

Node\_List\* listPoint = newNodeList();

//Khởi tạo node list kiểm tra các node đã xét

Node\_List\* checkExist = newNodeList();

//Tính chi phí theo hàm Heuristic

start->cost = Heuristic(start->state, goal->state);

//Thêm node bắt đầu vào listPoint

addNodeList(start, listPoint);

//Khởi tạo node gốc

Node\* root;

//Khởi tạo và gán số bước đi bằng 0

int step = 0;

do

{

//lấy node đầu tiên trong listPoint ra và gán vào node gốc

root = popNodeList(listPoint);

//Duyệt các hành động của node gốc

for (int i = 0; i < 4; i++)

{

//Kiểm tra hành động hợp lệ không và có đi ngược lại hành động vừa thực hiện không

if (isLegalMove(root, i) && isOposite(root->action, i) == false)

{

//Tạo node con của node gốc mang giá trị hành động đang duyệt

Node\* temp = childNode(root, i);

//Kiểm tra node con này đã duyệt chưa

if (isExistInNodeList(temp, checkExist) == false)

{

if (isEqual(temp->state, goal->state))

{ //Truyền đường dẫn từ node đang xét đến node bắt đầu để hình thành đường đi

listMove(start, temp, goal);

//Kết thúc hàm tìm kiếm

return true;

}

//Tính chi phí của node con theo hàm Heuristic

temp->cost = step + Heuristic(temp->state, goal->state);

//Thêm node con vào listPoint theo thứ tự tăng dần chi phí của node

insertNodeList(temp, listPoint);

}

//Nếu đã duyệt thì xóa node con

else delete temp;

}

}

//Thêm node gốc vào checkExist để kiểm lưu lại node đã xét

addNodeList(root, checkExist);

//Tăng bước đi

step++;

} while (true);

return false;

}

**Heuristic( Mảng các số của node bắt đầu, Mảng các số của node mục tiêu)**

{

//Khởi tạo các mảng thể hiện tọa độ của các điểm

int xS[9] = { 0 };

int yS[9] = { 0 };

int xG[9] = { 0 };

int yG[9] = { 0 };

//Khởi tạo và gán điểm bằng 0

int point = 0;

for (int i = 0; i < 3; i++)

for (int j = 0; j < 3; j++)

{

//Lưu vị trí của từng điểm vào các bảng tọa độ

xS[S[i][j]] = i; yS[S[i][j]] = j;

xG[G[i][j]] = i; yG[G[i][j]] = j;

}

for (int i = 0; i < 9; i++)

{

//Tính số bước đi cần thực hiện để đưa các điểm về đúng vị trí

int Xpoint = (xS[i] > xG[i]) ? (xS[i] - xG[i]) : ( xG[i] -xS[i] );

int Ypoint = (yS[i] > yG[i]) ? (yS[i] - yG[i]) : ( yG[i] -yS[i] );

//Điểm bằng tổng số bước đi tìm được

point += Xpoint + Ypoint;

}

for (int i = 0; i < 3; i++)

for (int j = 0; j < 3; j++)

{

//Tính số ô khác nhau

if (S[i][j] != G[i][j])

{

//Điểm cộng thêm số ô cờ khác nhau

point++;

}

}

return point;

}

**addNodeList(Node bắt đầu, Node mục tiêu)**

{

//Tăng chiều dài của danh sách

NodeList->length++;

//Kiểm tra nodelist đã có node đầu chưa

if (NodeList->head == NULL)

{

//Gán node đầu của nodelist là node

NodeList->head = node;

}

//Kiểm tra nodelist đã có node đuôi chưa

else if (NodeList->tail == NULL)

{

//Gán node đuôi của nodelist là node và tạo liên kết với node đầu

NodeList->tail = node;

NodeList->tail->undoNode =

NodeList->head;

NodeList->head->nextNode =

NodeList->tail;

}

//Nodelist đã có node đầu và đuôi

else

{

//Gán node đuôi của nodelist là node và tạo liên kết với node đuôi

NodeList->tail->nextNode = node;

node->undoNode = NodeList->tail;

NodeList->tail = node;

}

}

**insertNodeList(Node bắt đầu, Node mục tiêu)**

{

//Tăng chiều dài của danh sách

NodeList->length++;

//Kiểm tra nodelist đã có node đầu chưa

if (NodeList->head == NULL)

{

//Gán node đầu của nodelist là node

NodeList->head = node;

}

//Kiểm tra nodelist đã có node đuôi chưa

else if (NodeList->tail == NULL)

{

//So sánh giá trị của node với node đầu

if (NodeList->head->cost > node->cost)

{

//Gán node đuôi của nodelist là node đầu và node đầu của nodelist là node

NodeList->tail = NodeList->head;

NodeList->head = node;

}

//Gán node đuôi của nodelist là node và tạo liên kết với node đầu

else NodeList->tail = node;

NodeList->head->nextNode = NodeList->tail;

NodeList->tail->undoNode = NodeList->head;

}

//So sánh giá trị của node với node đầu

else if (NodeList->head->cost >= node->cost)

{

//Gán node đầu của nodelist là node vào tạo liên kết

node->nextNode = NodeList->head;

NodeList->head->undoNode = node;

NodeList->head = node;

}

//So sánh giá trị của node với node đuôi

else if (NodeList->tail->cost <= node->cost)

{

//Gán node đuôi của nodelist là node và tạo liên kết

node->undoNode = NodeList->tail;

NodeList->tail->nextNode = node;

NodeList->tail = node;

}

else

{

//Thêm node vào nodelist ở vị trí đầu tiên có giá trị lớn hơn node

Node\* root = NodeList->head;

while (root->nextNode != NULL && root->cost < node->cost)

root = root->nextNode;

node->nextNode = root;

node->undoNode = root->undoNode;

root->undoNode = node;

}

}

1. **KẾT QUẢ**

Tìm kiếm đường dẫn để đưa trạng thái bắt đầu đến trạng thái kết quả cho sẵn. Thời gian để tìm ra được đường đi của thuật toán A\* ngắn hơn khá nhiều so với thuật toán BFS.

Ta thấy thuật toán A\* sẽ tối ưu trong nhiều trường hợp sẽ tối ưu hơn thuật toán BFS. Về bản chất của thuật toán, ta cũng có thể dễ dàng nhận ra sự khác biệt này. BFS là thuật toán tìm kiếm mù đồng nghĩa với việc sẽ duyệt tất cả các trạng thái. Điều này sẽ làm cho thuật toán tốn bộ nhớ và thời gian. Trong khi đó A\* là thuật toán có hàm đánh giá Heuristic nên chỉ duyệt những trạng thái được đánh giá là tối ưu mà thôi. Cho nên sự chênh lệch thời gian ở bảng thống kê trên là minh chứng cho sự tiện ích mà hàm A\* mang lại.

|  |  |  |  |
| --- | --- | --- | --- |
| Trạng thái | BFS | | A\* |
| S: 012345678  G: 123456780 | Số bước | 22 | 22 |
| Thời gian | 0,374s | **0,002s** |
| S: 628351074  G: 051632874 | Số bước | **18** | 20 |
| Thời gian | 0,044s | **0,001s** |

1. **KẾT LUẬN**

Trong đồ án đã áp dụng các kiến thức đã học như A\* search algorithm và Breadth-First search và tư duy của môn trí tuệ nhân tạo để giải thuật toán. Qua đó hiểu được bản chất của 2 thuật toán này để áp dụng vào vấn đề. Dễ dàng thấy được điểm nổi bật cuat thuật toán A\* với việc tích hợp hàm Heuristic giúp nó tối ưu hơn BFS. Qua đồ án này giúp ôn lại các kiến thức đã được học ở môn học, biết được cách phát triển trí tuệ cho máy để có thể chơi được với người.
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